Q.1) a) Implement a stack using array with the following operations: push(), pop(), peek(), is\_empty().

#include <iostream.h>

#include <conio.h>

#define MAX 1000

class Stack {

private:

    int arr[MAX];

    int top;

public:

    Stack() {

        top = -1;

    }

    void push(int value) {

        if (top >= MAX - 1) {

            cout << "Overflow" << endl;

            return;

        }

        top++;

        arr[top] = value;

    }

    void pop() {

        if (top == -1) {

            cout << "Underflow" << endl;

            return;

        }

        top--;

    }

    void peek() {

        if (top == -1) {

            cout << "No Element Present in stack" << endl;

            return;

        }

        cout << arr[top] << endl;

    }

    void isEmpty() {

        if (top == -1) {

            cout << "Is EMPTY" << endl;

        } else {

            cout << "Not Empty" << endl;

        }

    }

    void display() {

        if (top == -1) {

            cout << "Stack is Empty" << endl;

            return;

    }

    for (int i = top; i >= 0; i--) {

        cout << arr[i] << "  ";

    }

    cout << endl;

    }

};

int main() {

    clrscr();

    cout<< "Shiv Arora"<< endl;

    Stack st;

    int choice, value;

    int flag = 0;

    cout << "\n1. Push\n2. Pop\n3. Peek\n4. Is Empty\n5. Exit\n6. Display" << endl;

    while (flag == 0) {

    cin >> choice;

    switch (choice) {

        case 1:

        cout << "Enter a number: ";

        cin >> value;

        st.push(value);

        break;

        case 2:

        st.pop();

                break;

            case 3:

                st.peek();

                break;

            case 4:

                st.isEmpty();

                break;

            case 5:

                flag = 1;

                break;

            case 6:

                st.display();

                break;

            default:

                cout << "Invalid Choice" << endl;

        }

    }

    getch();

    return 0;

}

OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAS4AAAFSCAYAAABMoDL5AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABAkSURBVHhe7d1dlqs2FgZQbj8lY0mmUmOqQfHemUDmlH5I4ZYPEj82YB1777VqrQsCCfvCVxIl41+///77P3/88cfw37/+GrL6FVfQpX/iip38PzP5T1yRjZMZPs+vqcf1999/xzKALqXvcQGf567HNY5jLB++vr6GYRjuyqZ1LdO2a9s9ahzH0+oG+nfrcZVhM/3E9T2YjqcWssBnOGWoWAbfkWKICi/4TNWhYit0yvLWtq0h5dr2cX1U2651PGvHUIohuGf/tWMGznHX4yov4niRlsbiHlPc7lUXczyeuFyun37i+qXlpX2Ba82GilsuzFeF01CEauvYhgOOr7X/lraB882Ca7IWXq8Sez1Ltm7XUgvxZ+sEnnf3V8UzQyoGQPlvQQDs0exxnaEML6EFPOoWXDFUYrBs7Y3VelSlMqiODK2t7W55fVv2r+0HXMNnFYF0Lh0qAhxBcAHpCC4gHcEFpCO4gHQEF5CO4ALSEVxAOoILSEdwAekILiAdwQWkI7iAdAQXkI7gAtIRXEA6ggtIR3AB6QguIB3BBaQjuIB0qt/yE7+66witr/E6qo2y/qPqBPo063G1AuZZ8fsUj/5eQmEFn+MuuI4KEYAz3QVX2RO6Wvnt0rXlcl3507JWDuQ1GypeoQyVrUFZbr821BzHcbEcyO0lwRXDZ4taELXqqK0D3sdLgutRZXjpScHnShVcw0l/kQRyeSi4XtHjiW0KL/hcs+kQZRDE5WfEeqM4DIzBFMtr64HPUJ05D9Czh4aKAK8kuIB0BBeQjuAC0hFcQDp3f1WsTSk46uMztbqHA+sHPsetx1XOizpjdnoZUGfUD3yOW3CVYQLQs+Y9rjgz/QrlrPhydnxZFrcDPk915vxZoVULmjhkLNuM69aWgc8w63FdEQbxPhrAHrMPWQ8nhxbAs6p/VQTo2WyoWGrdAG+tB7jC7eb89/d3LLuJvbBHemcx6Gr7xm2Gxs36Uq0e4L1V/6rYq0cCE3g/i0NFgB6lCa5ymFgbMgKfI9VQEWDI1OMCmAguIJ23eR5XWf9RdQJ9qs6cLz9H2AqcvcowObt+4L15HheQTlf3uKaPEpU/e8qjLdsA+cymQ8QL/cheWKx7KOqfysr2ynVr5XE5lgHvYxZcpaMv/qX6aqE2KYOoJgZXXA+8l66GikNxr6382VMOvL/ugusIrR4Y8B7upkNsvdD3bPuMtXaWyoUXvK+HJqAu3atqiXXX9o3bDI2b8aVaQMV1tbaAvBZvzgP06C3vcQHvTXAB6QguIB3BBaQjuIB0mn9VPGsqQZzScFT9sd7SUW1MxnE8vE5gu2qPaykEnlVe8Ede/LHeI+sunfneANvMguudLsyzwgt4rbvgOmt4uNW483lbS+JrqdVZLtf+3dp2y3JrHfC86qObX6FsvxzqPXLhr+0TA2Us7llN/47tx+FnXAauUx0qxov6CjEopnWPhMPSPjF8gHxmz5yPYXHlxV2G17OBeeVxA9ea9bherQzOZ8NrOKgOoC8PBdcRPaIo1nlEeD2z7xbxmIFrVIPrzHtcrbrjMHEq2zrki/U+c9xL7cdAnZZbxw8crzlz/hPFMHrW0fUB/6r2uHie0ILz6HH9iEO7vYET9x8eqAPYRnAB6RgqAukILiCd21Dx+/s7lt0cca+mdg9osrf+tRvfo+dlwVub9bi+TvqK+7KeI+uNlgISeA+z4LrSo+F1ZvAB/XtZcMXhXmu2eVw/Lcdt47q4DLyP1XtcR/ZsYpDEumthtmW7rWXAe2g+1iaGx5FaoVLrfbW2BT7Xy4aKrUAq17e2AT7by4JrEnt08T4VQHT3zPmtQbFn2yWxjnJ4eMRQ9ajjBPpy91nF2kVeG649cv+pVvfk6+urWWdcH+uJ2w9hm1o5kJsPWQPpvPweF8BeggtIR3AB6QguIB3BBaQz+6viWVMJ4jSGYaH+OAXiSGe9PuA6dz2u2gTQo5T1teZkXeHo1wVc727m/HDhhb0UXmcEJ/A+urvHNTaetxXL4jblcq18i1bdZdnaOuB8s+Bauniv0OppTccy9cZij61crpVv0aob6MssuHq9eGvHc/SQ8pWBDWw3C66eleF1dLjEHh3Qr1TBNYRgOTq8gBweCq4jejzx3tSa2Kbwgs/10udx1faP25XbxLJhZ/lQ2aa1/1flGWFx30lsAzjXbOZ8ZjFoznZ1e8C/HhoqIrTgld6mxxWHcUcHSqx/OKENYJu3CS7gcxgqAukILiCdanCNB8zTAjjLLLgEFtC76oMEAXp2F1xfPmAMJDAbKgL0TnAB6QguIB3BBaQjuIB0Vp/HNfgwMdCZX7/99ts/f/75pw9ZA2kYKgLpCC4gHcEFpCO4gHQEF5DO7a+K39/fsexm73SIcRx37/Pu4lef9az1RSC16TJxG7jCrcdVnoDPPCWidnKT5wJv/f+VYVaeH63t4UyLQ8UsFxv3Hn2C7dI+z/wyg6PdTUAtf6vG4V4sm6z95q3VUYr7t+rfItb/yL6t9svypeXaurgct5vE8qGyb+v4SrHdvbbsv2UbOEs1uCbxpIwna1xurWutj+viBRnL93hk37hPLSxqZeVyS6yjtf9V78+StXrXyuFs1aHimSfk+DOMWbrQH21/S91nK4996XXUwmhaXnsNS/WeTWjRg2pwDSeemF/Fzd3pp2WtvFReUFv36VF8b5Zey1r50YQWvWgG12TpNz99WuuxPUJo0ZPF4Hr25F+7gNbKP13v70/vx8f72jUBNf7WjcuT8mQuy2oneawrrt8jtts6vpa4fWt5WleW7/l36cr3Z01sY9I69skZxwJLPI8LSGdxqAjQI8EFpCO4gHQEF5CO4ALSqQbXaH4O0LFZcAksoHd3wSW0gAzuguvr4g/tAjxiNlQE6J3gAtIRXEA6ggtIR3AB6Sx+WcbEXxqBnngeF5COoSKQjuAC0hFcQDqCC0hHcAHp7Pp6sq3Gcdy9z7uLX23Wu/Jr1crlmgyvh/dy63GVJ98zT4lYOsE/2aPv5yss/R9O50b5A1dbHCo6KXN65gm2j+4HV6rOnP/6+ebiMrhi2WRtKFGroxT3b9W/Raz/kX1b7ZflS8u1dXE5bjeJ5UNl39bxlWK7W9XaqLUPr1YNrkk8SePJG5db61rr47p4QcbyPR7ZN+6z50KO710U62jtf9X7E8W6WsvREW3DXtWh4pkn4/gzjGldCMMT7W+p+2zlsS+9jlYgbHkNS/U+K7ZdBlj8KcvhStXgGk68OOLJv9TOWnkpXmBZxfdm6bWsle/RavOo+uFIzeCa+I2aT+w1wbtZDK5nT/61C2it/NP19P70dCywawJqORyrLU/KE7wsq534sa64fo/Ybuv4WuL2reVpXVm+59+lK9+frVptxfVlGVzJ87iAdBaHigA9ElxAOoILSEdwAekILiCdanCN5uwAHZsFl8ACencXXEILyOAuuL4O/NAuwFlmQ0WA3gkuIB3BBaQjuIB0BBeQzuKXZUz8pRHoiedxAekYKgLpCC4gHcEFpCO4gHQEF5DOrq8n22ocx937vLv41Wa9aU2FGRa+Qq3H18FnuPW4ypPwmadELF0An+zR9/Nq0/997XjL74islcNVFoeKTs6cHnmC7VoYlaEFr1adOf/1863LtSHCVDaZtmldKLU6SnH/Vv1bxPof2bfVfrxwW8u1dXE5bjeJ5UNl39bxlWK7j6q1+WydcIRqcE3iSRpP3rjcWtdaH9fFCzKW7/HIvnGfpQu3tdwS62jtf9X7sybW3Xp9Z7QNa6pDxTNPxvFnGNO6EIYn2t9S99nKY196Ha1A2PIaluo9Qgyt0le4B7Z0nHCWanANjZP2COWJX14ANWvlpfJi27pPj+J7s/Ra1sofsRRa0ItmcE38Rs1nrccG2S0G17Mn/9oFtFb+6bw/UHcLrvICeeaCmYYYcchRri/rj9vHf28V66/V+4wj66+9/lh/LN/z/pwxhFw7PriS53EB6SwOFQF6JLiAdAQXkI7gAtIRXEA6i59VHPy5G+jQbB7XNAeoNn8IoAd3DxLUuwIyaN7jMjMa6FU1uIQW0LNZcAktoHd3wSW0gAyqf1UE6NlsqFgqH18C0ItZcMXnLQH0xvO4gHRmPS6A3gkuIB3BBaQjuIB0BBeQziy4TIcAetf8yI8Z9ECvfOQHSGc2VATo3W3m/Pf3dywbBj0woEOzHpdnzgO9mwUXQO8EF5CO4ALS8YWwQDqexwWkY6gIpCO4gHQEF5CO4ALSEVxAOs2/KsanRdSmSkyOnjIR247rS3Eb4P1Vg6sMiBhcZwdFre1y/do64P3Nhoq1Xs1VltouP/gNfLbmE1BfYU84vfpYgdfZ/QTUsXgm/VIP6UxbjxV4T6sPEhwWAuKsAFmqd6kM+Ay3Htc0TIvDtZ4CQmgBQ7zH1TOhBUw2B9cr72m19HhMwPlW53ENRS8nri/LjlCrf/hpo1U2HHwMQP+qwQXQs81DRYBeCC4gHcEFpCO4gHQEF5BONbjMjwJ6NgsugQX0rvpYG4Ce3QVX/IA1QI9mQ0WA3gkuIB3BBaQjuIB0BBeQzt1jbVrTIfylEeiJ53EB6RgqAukILiAdwQWkI7iAdAQXkM7tr4rf39+x7GbvdIhxHHfv8+7KqSYZ3pvaF/DWpstkeC28n1uPqzwBn3lKRO3kJtcFXvs/LIOsPD9q28LZFoeKmS42/u+ZJ9i29nvmlxkcrTpz/uvnm6Nrw4SpbLL2m7dWRynu36p/i1j/I/u22i/Ll5Zr6+Jy3G4Sy4fKvq3jK8V2t6q1sVTHlm3gDNXgmsQTMp6ocbm1rrU+rosXZCzf45F94z5LF3JruSXW0dr/qvcninXF5bjdJJbDFapDxTNPxvFnGBMvgNKj7W+p+2zlsS+9jhgQky2vYaneZ8W243F8ucdFB6rBNZx4cZQnfnkB1KyVl8oewtZ9ehTfm6XXsla+R6vNo+qHIzWDa+I3aj6x1wTvZjG4nj351y6gtfJP19P709OxwK4JqOVwrLY8KU/wsqx24se64vo9Yrut42uJ27eWp3Vl+Z5/l658f7ZqtRXXl2VwJc/jAtJZHCoC9EhwAekILiAdwQWkI7iAdGbBNW74yAnAK90FVznnyPwcoFe34IqTLQF6NRsqAvRu9SM/emBAb2Y9run+1tLn0wBeaRZcAL0TXEA6ggtIZ/HLMgY354EOeR4XkI6hIpCO4ALSEVxAOoILSEdwAek0/6pYe1rEldMlYvu1tidHH0NsO64vxW2A81WDq7xAY3DUguzoi3dr+2eotV2uX1sHnG82VKz1Kobiw9dna7V/haW2r3r9wLrmE1Bf4dXt7wmnVx8rfLLdT0AdwzPp17bfamt9ZftLPaQzbT1W4ByrDxIcFi7QIy/gpRBq1X9k+6WlepfKgGvcelzTMCkOl666QF/d/hZCC/owuzlPndCCfmwOrlfeUxo6aL+mx2OCT7A6j2soehlxfVl2pNjOVe3X6h9+2miVDQcfA7CuGlwAPds8VAToheAC0hFcQDr/Awtdt87fsr0SAAAAAElFTkSuQmCC)

b) Implement a stack using linked list using same operations.

#include <iostream.h>

#include <conio.h>

#define MAX 1000

class Node {

public:

    int data;

    Node\* next;

    Node(int value) {

        data = value;

        next = NULL;

    }

};

class Stack {

private:

    Node\* top;

public:

    Stack() {

        top = NULL;

    }

    void push(int value) {

        Node\* newNode = new Node(value);

        newNode->next = top;

        top = newNode;

    }

    void pop() {

        if (top == NULL) {

            cout << "Underflow" << endl;

            return;

        }

        Node\* temp = top;

        top = top->next;

        delete temp;

    }

    void peek() {

        if (top == NULL) {

            cout << "No Element Present in stack" << endl;

            return;

        }

        cout << top->data << endl;

    }

    void isEmpty() {

        if (top == NULL) {

            cout << "Is EMPTY" << endl;

        } else {

            cout << "Not Empty" << endl;

        }

    }

    void display() {

        Node\* temp = top;

        while (temp != NULL) {

            cout << temp->data << "  ";

            temp = temp->next;

        }

        cout << endl;

    }

};

int main() {

    clrscr();

    cout << "Shiv Arora" << endl;

    Stack st;

    int choice, value;

    int flag = 0;

    cout << "\n1. Push\n2. Pop\n3. Peek\n4. Is Empty\n5. Exit\n6. Display" << endl;

    while (flag == 0) {

    cin >> choice;

    switch (choice) {

            case 1:

                cout << "Enter a number: ";

                cin >> value;

                st.push(value);

                break;

            case 2:

                st.pop();

                break;

            case 3:

                st.peek();

                break;

            case 4:

                st.isEmpty();

                break;

            case 5:

                flag = 1;

                break;

            case 6:

                st.display();

                break;

            default:

                cout << "Invalid Choice" << endl;

        }

    }

    getch();

    return 0;

}

OUTPUT:

![](data:image/png;base64,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)

Q.2) a) Implement a queue using an array with the following operations: enqueue(), dequeue(), front(), is\_empty().

#include <iostream.h>

#include <conio.h>

#define MAX 1000

class Queue {

private:

    int front, rear;

    int queue[MAX];

public:

    Queue() {

        front = -1;

        rear = -1;

    }

    void enqueue(int value) {

        if (rear == MAX - 1) {

            cout << "Overflow" << endl;

            return;

        }

        if (front == -1) {

            front = 0;

        }

        rear++;

        queue[rear] = value;

    }

    void dequeue() {

        if (front == -1 || front > rear) {

            cout << "Underflow" << endl;

            return;

        }

        front++;

    }

    void frontElement() {

        if (front == -1 || front > rear) {

            cout << "No Element Present in queue" << endl;

            return;

        }

        cout << queue[front] << endl;

    }

    void isEmpty() {

        if (front == -1 || front > rear) {

            cout << "Is EMPTY" << endl;

        } else {

            cout << "Not Empty" << endl;

        }

    }

    void display() {

        if (front == -1 || front > rear) {

            cout << "Queue is Empty" << endl;

            return;

        }

        for (int i = front; i <= rear; i++) {

            cout << queue[i] << "  ";

        }

        cout << endl;

    }

};

int main() {

    Queue q;

    int choice, value;

    int flag = 0;

    clrscr();

    cout << "Shiv Arora"<< endl;

     cout << "\n1. Enqueue\n2. Dequeue\n3. Front\n4. Is\_Empty\n5. Display\n6. Exit" << endl;

    while (flag == 0) {

        cin >> choice;

        switch (choice) {

            case 1:

                cout << "Enter a number: ";

                cin >> value;

                q.enqueue(value);

                break;

            case 2:

                q.dequeue();

                break;

            case 3:

                q.frontElement();

                break;

            case 4:

                q.isEmpty();

                break;

            case 5:

                q.display();

                break;

            case 6:

                flag = 1;

                break;

            default:

                cout << "Invalid Choice" << endl;

        }

    }

    getch();

    return 0;

}

OUTPUT:

![](data:image/png;base64,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)

b) Implement a circular queue using an array.

#include <iostream.h>

#include <conio.h>

#define MAX 1000

class CircularQueue {

private:

    int front, rear;

    int queue[MAX];

public:

    CircularQueue() {

        front = -1;

        rear = -1;

    }

    void enqueue(int value) {

        if ((rear + 1) % MAX == front) {

            cout << "Overflow" << endl;

            return;

        }

        if (front == -1) {

            front = 0;

        }

        rear = (rear + 1) % MAX;

        queue[rear] = value;

    }

    void dequeue() {

        if (front == -1) {

            cout << "Underflow" << endl;

            return;

        }

        if (front == rear) {

            front = -1;

            rear = -1;

        } else {

            front = (front + 1) % MAX;

        }

    }

    void frontElement() {

        if (front == -1) {

            cout << "No Element Present in queue" << endl;

            return;

        }

        cout << queue[front] << endl;

    }

    void isEmpty() {

        if (front == -1) {

            cout << "Is EMPTY" << endl;

        } else {

            cout << "Not Empty" << endl;

        }

    }

    void display() {

        if (front == -1) {

            cout << "Queue is Empty" << endl;

            return;

        }

        for (int i = front; ; i = (i + 1) % MAX) {

            cout << queue[i] << "  ";

            if (i == rear) break;

        }

        cout << endl;

    }

};

void main() {

    clrscr();

    cout << "Shiv Arora"<< endl;

    CircularQueue q;

    int choice, value;

    int flag = 0;

    cout << "\n1. Enqueue\n2. Dequeue\n3. Front\n4. Is\_Empty\n5. Display\n6. Exit" << endl;

    while (flag == 0) {

        cin >> choice;

        switch (choice) {

            case 1:

                cout << "Enter a number: ";

                cin >> value;

                q.enqueue(value);

                break;

            case 2:

                q.dequeue();

                break;

            case 3:

                q.frontElement();

                break;

            case 4:

                q.isEmpty();

                break;

            case 5:

                q.display();

                break;

            case 6:

                flag = 1;

                break;

            default:

                cout << "Invalid Choice" << endl;

        }

    }

    getch();

}

OUTPUT:

![](data:image/png;base64,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)

Q.3) a) Implement a singly linked list with the following operations: insert\_at\_head(), insert\_at\_tail(), delete\_node(), search(), display()

#include <iostream.h>

#include <conio.h>

#define MAX 1000

class Node {

public:

    int data;

    Node\* next;

    Node(int value) {

        data = value;

        next = NULL;

    }

};

class LinkedList {

private:

    Node\* head;

public:

    LinkedList() {

        head = NULL;

    }

    void insertAtHead(int value) {

        Node\* newNode = new Node(value);

        newNode->next = head;

        head = newNode;

    }

    void insertAtTail(int value) {

        Node\* newNode = new Node(value);

        if (head == NULL) {

            head = newNode;

            return;

        }

        Node\* temp = head;

        while (temp->next != NULL) {

            temp = temp->next;

        }

        temp->next = newNode;

    }

    void deleteNode(int value) {

        if (head == NULL) return;

        if (head->data == value) {

            Node\* temp = head;

            head = head->next;

            delete temp;

            return;

        }

        Node\* temp = head;

        while (temp->next != NULL && temp->next->data != value) {

            temp = temp->next;

        }

        if (temp->next == NULL) return;

        Node\* toDelete = temp->next;

        temp->next = temp->next->next;

        delete toDelete;

    }

    void searchByValue(int value) {

        Node\* temp = head;

        while (temp != NULL) {

            if (temp->data == value) {

                cout << "Value found" << endl;

                return;

            }

            temp = temp->next;

        }

        cout << "Value not found" << endl;

    }

    void display() {

        Node\* temp = head;

        while (temp != NULL) {

            cout << temp->data << " -> ";

            temp = temp->next;

        }

        cout << "NULL" << endl;

    }

};

int main() {

    clrscr();

    cout << "Shiv Arora"<< endl;

    LinkedList list;

    int choice, value;

    int flag = 0;

    cout << "\n1. Insert at Head\n2. Insert at Tail\n3. Delete Node\n4. Search by Value\n5. Display\n6. Exit\n";

    while (flag == 0) {

        cin >> choice;

        switch (choice) {

            case 1:

                cout << "Enter value: ";

                cin >> value;

                list.insertAtHead(value);

                break;

            case 2:

                cout << "Enter value: ";

                cin >> value;

                list.insertAtTail(value);

                break;

            case 3:

                cout << "Enter value to delete: ";

                cin >> value;

                list.deleteNode(value);

                break;

            case 4:

                cout << "Enter value to search: ";

                cin >> value;

                list.searchByValue(value);

                break;

            case 5:

                list.display();

                break;

            case 6:

                flag = 1;

                break;

            default:

                cout << "Invalid Choice" << endl;

        }

    }

    getch();

    return 0;

}

OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANkAAAEkCAYAAACixZQFAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAA9pSURBVHhe7d1bkqu4EkZhbc+vRsvQegB9HnrLJ/07dUFSGuFaX4QjCnQFlEZg4/rzzz///JuwnR0Pyh9dgS4PXYHrEWDfhSDbzI4Bhjl/OK5ALM5kQLA/x3G8ncl+fn5SSikdx/G2riTnbeUbdRxHWN1ApEf6Gxj5lT4QMGfl/tigB+5i2XTRBulKGvAEGu7mOV0sBYgd5DrgNY+mtfLreuXlK/Wn1QdLA/ZM+VafAfWwA04HlHWYayLNd9XA0/7osl2fX7q+tlwrC/R6uSZLlUF0VSAl8wZQ6lta0L9S+Z62gZqXa7JWoF1FzyY1vflKvDec2Trxuz0iA0oHq/2bQYvfYtndxRIbaAQYfqNHcq47vDNQjXemsmxQrQyw3nZ7tq+nvFcOaOG7i0Cw8Oki8NsRZEAwggwIRpABwQgyIBhBBgQjyIBgBBkQjCADghFkQDCCDAhGkAHBCDIgGEEGBCPIgGAEGRCMIAOCEWRAMIIMCEaQAcEIMiDY89eq9OfSVtKfUItoY5b9ybcII/V7x8Rbt4I9Rqvr/u0eyQmC1aJ+d3GV6O2Prn+FHY/Ltwj9mW4AH5oupkL9dl1puuK9CfSmt+r3yqaT+0DraPUtnai/tc/ssuXl99KynjwYd2mQeeu9wPAGTU+6Xc7rNN3m0b6dVaqntL5FB781si1eWmt/Yt7WdxdLgaKD4Oj4H2JaZpWetmflbS5tQ60PrbQUuG/wn62DLEmgeQMlySCsDcZUCNJRdpCuqnOEbrvdZzYd19g+yJIMklKgAbvqDrLamSSKttkTaFrmrNnyLXevH+f9OY7D/ddJOr2wU4+z9KDbOrTe0rLllbdKZWt9t3lr+ZSW0/5nmq+HV5eu0220aclpt1beS8c8/j8ZEKx7ughgDEEGBCPIgGAEGRCMIAOCubfwV9++1dvMq+tf4Rh43uuMkfp1v6kz9dVuzettfKz1SH93bH6ljoN7lj1wOx7E1durZuuP3n8RdeL/HuzgvXnHx1vXYt9E8VkvH0bXphSzvLrtutKUxTsL9Ka36vfKppPbr3W0+pZO1p95+8+uzzQ9dU4HS/VjHs+TOWVGleoprT+jp45anlpa6kjHuJff+NhtB5cCRft5VJ6ZyrTMKj1tR7q6fbQ9f+MjahDOsoFWGkg58OyrpJV+ht13q+o84+r20ed5d3FndhCVAg3Y1duH0aUzRml9JG2zJ9C0zFmz5Vui68d+3A+jk3N2s1OTs3RQ2Tq03tKy5ZW3SmVrffeCuYeW0/5nmu+M2nZovV77tfKpIx1zeJ4MCPY2XQSwFkEGBCPIgGAEGRCMIAOCubfwV93C1VvDabBuvU094hh4nquldrv8bFsrthF7Cn2ezA6WmbpnB91Im2esqH92G7Gvjz5PNhNou/vGbcIabx9Gj053SrS+0rLlta3ldL1VqzsVpneWtlHilc1qfdD6Nc+q/mEPz0dd8it98CDa9vLLrm9plbfrvGXNp+V7lfZXT/21fd5THvsLvSbrpUF+1tXlUyFIWmoBZq3oH66zxS18G+Q22Htp2U+Xz0bLtWjfotpBjC2CDPhmzyejW1ZMV3qmR7PttMrPpl9t9/7hXfeH0T0BorzBoOVH8th0TUtO+ST5Rsp7vH2i61r1a7/Olsf+3m7hA1iLazIgGEEGBCPIgGAEGRCMIAOChf/DiZ1vQevt87Nmy7eUjkdpfUl0P1H3PJN5wTDLDob8suuvNjvgZst/yl36+a2e38IHEOP5jQ/v2wYrtOr0Atzm1XQvzfa9lMfy0ke3X+sv1V1bV1LK6/U507yZV5eu02W7ziq1Ad/zUZco9gDqAbMHNb/s+p40u06Xe+rPDvMbIF56y0zZGT3bNurM/kPZy0Ob2eqd2DpAuf2zaVauv8X2RdfPqm1jlN79M+MTbXyzh75LpUUDzlMahLYPXkBq/2rO5L27kf0zQo9NZFvfKPRzMt795uibjf2bgX4f3UH2qYCJbie6/tVsoO0QYHfbfzt4+8fsmR7I0QOs9Sap40z6j9wB1LJe3zRPKpwhdJ1Xl6dWfyqkpxP1Z6V+6TZ4+bQPpTSvvJa1aejD82QfpoMY3697uoh5BNjvxJksEFMtJIIMiMd0EQhGkAHB3J+ES4uuHc5ck0TeFNDb1MAnPb8grK8VbD21z12irdoeYMRHp4u1QFsZ3MBOPhpkJUflW942TfPYZS+9R6lum9ZaB9S8POpy1QAqncFyX3Qaa9fnZS+9R6luYJWXR112G2hef2w/V7jyzQW/wxbTxRobaKsDQc+UQITtgyxJEKwONCDadv+fzNI2CTTckfthtBcEZwMkFYLBK6/5bB5NSyfTk5OnVP6n83mq5LQBlNz+C8IaFNE+3R7u7xbXZLsgwDDi1mcyncqtHvxafwpoA9/v1kEG3AHTRSAYQQYE+5NS+ldvY6/iXdNkZ9tp3XQ4zG/ZAzt5fhj9E/DVIltfRP1ZLZiBq4X/Vxc12lZkkAKRPnpNplO+o/BVLV2flzWvrtNlYAfdX6sapYNe6/YCrydfbxpwtbff+EhOYKxQCgDvrFbKC9zRR6eLpeCx60t5gLv6aJBleqbU6yrgm3QH2aqbClqHnSKumK6u6iewSveNj5Hrpdpg/3Ge3cp0vdaj+ZPk8dKBq/AFYSBY93QRwBiCDAhGkAHBCDIgGEEGBHsGGZ8vATEeyfkcCsA63b8gDGDM87+6AIjBjQ8gGEEGBCPIgGAEGRCMIAOCuc+TJZ7JApbheTIgGNNFIBhBBgQjyIBgBBkQjCADgi27hX/c+P+D7fxzct5TEtpHzaPpuNbzTDbzbXw9yHczut3R7O9P2uNj97fm0XRc7226uOuAu7uRJ89bb3w2wDICbT/P6eLP31/0tQfMHkRvSlU6kF4dlpYv1d/iDTJdr+1r3syrS9fpsl1neW14Zc/SOnS5lA/XevmND2UP5o8zHbHrvGXN55WvLa9QanuF1vZZum/O0n2kjoEzJT7j5ZosSh4AtUEQ1X5P27Oi22gFGPb2ck0WdRDtO33rHb2VfoaeaaLotq1sqzfAVreLdd5ufKTCdGdHeVDZ/vYOyk8bOdPtui045y3Izg4E1RpMrfSzbKDtMChXb5/ytvMObzK/WfPDaD1oupzZA23TvAGnden6Eb398vLV+tEqr2Vt2iyv7qzUR03D9XieDAj2Nl0EsBZBBgQjyIBgBBkQjCADgr18d1FvBQOY90jO5ywA1uH/kwHB+P9kQDBufADBCDIgGEEGBCPIgGAEGRCs+TwZgDk8TwYEY7oIBCPIgGAEGRCMIAOCEWRAsGW38A/+P1kI7ykJ7aPm0XRc63kmm/k2vh7kuxnd7mj2Nx7t8bH7W/NoOq73Nl3cdcDd3ciT5603PhtgGYG2n5cg04NmB0b+W99Fa8t2Xau8l95Syl+q18tbo2V02a4bbQPf7+U3PpQNNm86ou+0uqz5vPK15RVKba/Q2j5L980ZGsBePQT4vl6uyaLoIPFEtd/T9qzoNnqCGPt6mS5GDXQ7SFrv6K30M+w7/6o6PbptkW2VXNUu2t5ufKQbvVPmQWX7W5tSXSnyTIe9vQXZ7EBoDaZW+lk20HYIsJXb16rrTm8yv1nzw2g9aLqc2QNt07xBonXp+hG9/fLy1frRKq9lbdoKPfVrHk3HtXieDAj2Nl0EsBZBBgQjyIBgBBkQjCADgjVv4QOY9DfIePHiFfRiuggEI8iAYO41GddjwDpvX6vS7+YBmMN0EQhGkAHBHvqYBIC1uPEBBHu78QFgLa7JgGAEGRCMIAOCEWRAMIIMCNZ1C18/S9P0K2nfktM/zaPpV/G+wmbX9aZnul2tdHzGI/3d+fmV5ODYg+qlzzoaP+BZo33z+qd5NH3WTP+z0fI2aLwAaqXjMx61ne+9k64eqDP12cDx7N5/a7Y89rXFNdnqgVoLvAir+4/v8khmylMbpDY9wuxArfU9bd7/Up/xHZrXZDNs8OrLM9p+K8BGaZ+j+p8C+o59dE8XbRD2ssGrL89IsPSWqbVbon2O6L81Wg576w6yaCMDdKRMlB37UtJKx1rV58nygLF5IgbTyjrtdO6O/Z9VO56pIx3rXf5h9MwA1X5Ztj7NN9JWyYr+e3313iCyWlr243xYbY30F2N4ngwIts01GfCtCDIgGEEGBCPIgGAEGRCs6xY+gAn6/8mO4/hX1/HixWv8VX2eDMC8l2sy/bYBgHnPICPAgBjPhzYTAQaEeH4LnwADYjyfjAYQ4+3D6KPyeD2A89wPoxNnN2AZnicDgr1NFwGsRZABwQgyIBhBBgQjyIBgy27hH8dxuswu7OeCu25D7Zs5+rmmlwfXeZ7Jfio/P92iB/luRrf7U2r71wZf3o5afnze23Rx9wF3V6PfpKmV8c5uBNp+ntPFn7+/OGsPmD2I3pSqdCC9OiwtX6q/xRtkul7b17yZV5eu02W7zvLa8Mqe4ZX31tXW4xpvz5NZdnD9ONMRu85b1nxe+dryCqW2V2htn6X7ZrVj8EyJeC/XZFHyAKgNgqj2e9qe9Yk2cF8v12RRA92+07fe0VvpZ+iZJopuW2RbJVe1i7a3Gx+pMN3ZUR5Utr82sHbCme73eguy2YHQGkyt9LNsoO0QYKu3r+ZObzK/WfPDaD1oupzZA23TvAGnden6Eb398vLV+tEqr2Vt2gpe/anSR03D9XieDAj2Nl0EsBZBBgQjyIBgBBkQjCADgjVv4QOYxP8i48Ur9sV0EQhGkAHB3GsyrseAdd6+VqXfzQMwh+kiEIwgA4I9/9MmgBjc+ACCvd34ALAW12RAMIIMCEaQAcEIMiAYQQYE67qFr5+lafqVtG/J6Z/m0fQd1L7Otmv/vT7bdb3pmW5XK/0uHulv5/MrycbZneKlzzomfgxU++b1T/No+qyZ/me18nfvf40NGi+AWul38ah13h7gbPWBnqnPDjzP7v1PjXJ36H82W/6bbXFNtvpA1wIvwkz/W28UnzDTf2u2/Ld6pL87J79SYZDa9AizB7rW93SD/rfs3P/SPsd/mtdkM2zw6ssz2n4rwEZpn6P6H0X7HNn/1fv+m3RPF20Q9rLBqy9PPrildE9vmVq7JdrniP73qrVbon2O7v9ouW/XHWTRRg7wSJkoO/VlxE79b51JW+m7qT5Plne4zRNxMFbWeZjp0B37b929/yNq4zF1pO/o8g+jZw6w9suy9Wm+kbZKZvqfnL5ld+i/V1bXad9badmP82G1NdLfq/A8GRBsm2sy4FsRZEAwggwIRpABwf4HYFtZIsjIAfEAAAAASUVORK5CYII=)

b) Extend your implementation to a doubly linked list with prevpointers.

#include <iostream.h>

#include <stddef.h>

#include <conio.h>

class Node {

public:

    int data;

    Node\* next;

    Node\* prev;

    Node(int value) {

        data = value;

        next = NULL;

        prev = NULL;

    }

};

class LinkedList {

private:

    Node\* head;

public:

    LinkedList() {

        head = NULL;

    }

    void insertAtHead(int value) {

        Node\* newNode = new Node(value);

        newNode->next = head;

        if (head != NULL) {

            head->prev = newNode;

        }

        head = newNode;

    }

    void insertAtTail(int value) {

        Node\* newNode = new Node(value);

        if (head == NULL) {

            head = newNode;

            return;

        }

        Node\* temp = head;

        while (temp->next != NULL) {

            temp = temp->next;

        }

        temp->next = newNode;

        newNode->prev = temp;

    }

    void deleteNode(int value) {

        if (head == NULL) return;

        if (head->data == value) {

            Node\* temp = head;

            head = head->next;

            if (head != NULL) {

                head->prev = NULL;

            }

            delete temp;

            return;

        }

        Node\* temp = head;

        while (temp != NULL && temp->data != value) {

            temp = temp->next;

        }

        if (temp == NULL) return;

        if (temp->next != NULL) {

            temp->next->prev = temp->prev;

        }

        if (temp->prev != NULL) {

            temp->prev->next = temp->next;

        }

        delete temp;

    }

    void searchByValue(int value) {

        Node\* temp = head;

        while (temp != NULL) {

            if (temp->data == value) {

                cout << "Value found" << endl;

                return;

            }

            temp = temp->next;

        }

        cout << "Value not found" << endl;

    }

    void display() {

        Node\* temp = head;

        while (temp != NULL) {

            cout << temp->data << " -> ";

            temp = temp->next;

        }

        cout << "NULL" << endl;

    }

};

void main() {

    clrscr();

    cout << "Shiv Arora"<< endl;

    LinkedList list;

    int choice, value;

    int flag = 0;

    cout << "\n1. Insert at Head\n2. Insert at Tail\n3. Delete Node\n4. Search by Value\n5. Display\n6. Exit\n";

    while (flag == 0) {

        cin >> choice;

        switch (choice) {

            case 1:

                cout << "Enter value: ";

                cin >> value;

                list.insertAtHead(value);

                break;

            case 2:

                cout << "Enter value: ";

                cin >> value;

                list.insertAtTail(value);

                break;

            case 3:

                cout << "Enter value to delete: ";

                cin >> value;

                list.deleteNode(value);

                break;

            case 4:

                cout << "Enter value to search: ";

                cin >> value;

                list.searchByValue(value);

                break;

            case 5:

                list.display();

                break;

            case 6:

                flag = 1;

                break;

            default:

                cout << "Invalid Choice" << endl;

        }

    }

    getch();

}

OUTPUT:

![](data:image/png;base64,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)

Q.4) Implement a binary search tree.

#include <iostream.h>

#include <conio.h>

#include<stddef.h>

#include <stdlib.h>

class Node {

public:

    int data;

    Node\* left;

    Node\* right;

    Node(int value) {

    data = value;

    left = right = NULL;

    }

};

class BST {

private:

    Node\* root;

    Node\* insert(Node\* node, int value) {

    if (node == NULL) {

        return new Node(value);

    }

    if (value < node->data) {

        node->left = insert(node->left, value);

    } else {

        node->right = insert(node->right, value);

    }

    return node;

    }

    Node\* findMin(Node\* node) {

    while (node->left != NULL) {

        node = node->left;

    }

    return node;

    }

    Node\* deleteNode(Node\* node, int value) {

    if (node == NULL) return node;

    if (value < node->data) {

        node->left = deleteNode(node->left, value);

    } else if (value > node->data) {

        node->right = deleteNode(node->right, value);

    } else {

        if (node->left == NULL) {

        Node\* temp = node->right;

        delete node;

        return temp;

        } else if (node->right == NULL) {

        Node\* temp = node->left;

        delete node;

        return temp;

        }

        Node\* temp = findMin(node->right);

        node->data = temp->data;

        node->right = deleteNode(node->right, temp->data);

    }

    return node;

    }

    Node\* search(Node\* node, int value) {

    if (node == NULL || node->data == value) {

        return node;

    }

    if (value < node->data) {

        return search(node->left, value);

    }

    return search(node->right, value);

    }

    void inorder(Node\* node) {

    if (node != NULL) {

        inorder(node->left);

        cout << node->data << " ";

        inorder(node->right);

    }

    }

    void preorder(Node\* node) {

    if (node != NULL) {

        cout << node->data << " ";

        preorder(node->left);

        preorder(node->right);

    }

    }

    void postorder(Node\* node) {

    if (node != NULL) {

        postorder(node->left);

        postorder(node->right);

        cout << node->data << " ";

    }

    }

public:

    BST() {

    root = NULL;

    }

    void insert(int value) {

    root = insert(root, value);

    }

    void deleteNode(int value) {

    root = deleteNode(root, value);

    }

    int search(int value) {

    if(search(root, value) != NULL){

        return 1;

    }

    return 0;

    }

    void inorder() {

        inorder(root);

        cout << endl;

    }

    void preorder() {

        preorder(root);

        cout << endl;

    }

    void postorder() {

        postorder(root);

        cout << endl;

    }

};

void main() {

    clrscr();

    cout << "Shiv Arora"<< endl;

    BST bst;

    int choice, value;

    cout << "\n1. Insert\n2. Delete\n3. Search\n4. Inorder\n5. Preorder\n6. Postorder\n7. Exit\n";

    while (1) {

        cin >> choice;

        switch (choice) {

            case 1:

                cout << "Enter value to insert: ";

                cin >> value;

                bst.insert(value);

                break;

            case 2:

                cout << "Enter value to delete: ";

                cin >> value;

                bst.deleteNode(value);

                break;

            case 3:

                cout << "Enter value to search: ";

                cin >> value;

                if (bst.search(value))

                    cout << "Found" << endl;

                else

                    cout << "Not Found" << endl;

                break;

            case 4:

                bst.inorder();

                break;

            case 5:

                bst.preorder();

                break;

            case 6:

                bst.postorder();

                break;

            case 7:

                exit(0);

            default:

                cout << "Invalid Choice" << endl;

        }

    }

    getch();

}

OUTPUT:
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Q.5) Implement a hash table using simple modulo based hash function and chaining for collision resolution.

#include <iostream.h>

#include <conio.h>

#include <stdlib.h>

#define TABLE\_SIZE 10

class Node {

public:

    int data;

    Node\* next;

    Node(int value) {

        data = value;

        next = NULL;

    }

};

class HashTable {

private:

    Node\* table[TABLE\_SIZE];

    int hashFunction(int key) {

        return key % TABLE\_SIZE;

    }

public:

    HashTable() {

        for (int i = 0; i < TABLE\_SIZE; i++) {

            table[i] = NULL;

        }

    }

    void insert(int value) {

        int index = hashFunction(value);

        Node\* newNode = new Node(value);

        newNode->next = table[index];

        table[index] = newNode;

    }

    void deleteValue(int value) {

        int index = hashFunction(value);

        Node\* temp = table[index];

        Node\* prev = NULL;

        while (temp != NULL && temp->data != value) {

            prev = temp;

            temp = temp->next;

        }

        if (temp == NULL) return;

        if (prev == NULL) {

            table[index] = temp->next;

        } else {

            prev->next = temp->next;

        }

        delete temp;

    }

    int search(int value) {

    int index = hashFunction(value);

    Node\* temp = table[index];

    while (temp != NULL) {

        if (temp->data == value) return 1;

        temp = temp->next;

    }

    return 0;

    }

    void display() {

        cout << endl;

        for (int i = 0; i < TABLE\_SIZE; i++) {

            cout << i << " -> ";

            Node\* temp = table[i];

            while (temp != NULL) {

                cout << temp->data << " -> ";

                temp = temp->next;

            }

            cout << "NULL" << endl;

        }

    }

};

void main() {

    clrscr();

    cout << "Shiv Arora"<< endl;

    HashTable ht;

    int choice, value;

    cout << "\n1. Insert\n2. Delete\n3. Search\n4. Display\n5. Exit\n";

    while (1) {

        cin >> choice;

        switch (choice) {

            case 1:

                cout << "Enter value to insert: ";

                cin >> value;

                ht.insert(value);

                break;

            case 2:

                cout << "Enter value to delete: ";

                cin >> value;

                ht.deleteValue(value);

                break;

            case 3:

                cout << "Enter value to search: ";

                cin >> value;

                if (ht.search(value))

                    cout << "Found" << endl;

                else

                    cout << "Not Found" << endl;

                break;

            case 4:

                ht.display();

                break;

            case 5:

                exit(0);

            default:

                cout << "Invalid Choice" << endl;

        }

    }

    getch();

}

OUTPUT:

![](data:image/png;base64,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)

Q.6) a) Implement graph using adjacency matrix and adjacency list representations.

#include <iostream.h>

#include <stdlib.h>

#include <conio.h>

#define MAX 10

class Node {

public:

    int data;

    Node\* next;

    Node(int value) {

        data = value;

        next = NULL;

    }

};

class Graph {

private:

    int adjMatrix[MAX][MAX];

    Node\* adjList[MAX];

    int vertices;

public:

    Graph(int n) {

        vertices = n;

        initMatrix();

        initList();

    }

    void initMatrix() {

        for (int i = 0; i < vertices; i++) {

            for (int j = 0; j < vertices; j++) {

                adjMatrix[i][j] = 0;

            }

        }

    }

    void addEdgeMatrix(int u, int v) {

        adjMatrix[u][v] = 1;

        adjMatrix[v][u] = 1;

    }

    void displayMatrix() {

        cout << "Adjacency Matrix:\n";

        for (int i = 0; i < vertices; i++) {

            for (int j = 0; j < vertices; j++) {

                cout << adjMatrix[i][j] << " ";

            }

            cout << "\n";

        }

    }

    void initList() {

        for (int i = 0; i < vertices; i++) {

            adjList[i] = NULL;

        }

    }

    void addEdgeList(int u, int v) {

        Node\* newNode = new Node(v);

        newNode->next = adjList[u];

        adjList[u] = newNode;

        newNode = new Node(u);

        newNode->next = adjList[v];

        adjList[v] = newNode;

    }

    void displayList() {

        cout << "\nAdjacency List:\n";

        for (int i = 0; i < vertices; i++) {

            cout << i << " -> ";

            Node\* temp = adjList[i];

            while (temp != NULL) {

                cout << temp->data << " ";

                temp = temp->next;

            }

            cout << "\n";

        }

    }

};

void main() {

    clrscr();

    int n, edges, u, v;

    cout << "Shiv Arora"<< endl;

    cout << "Enter number of vertices: ";

    cin >> n;

    Graph g(n);

    cout << "Enter number of edges: ";

    cin >> edges;

    cout << "Enter edges (u v):\n";

    for (int i = 0; i < edges; i++) {

        cin >> u >> v;

        g.addEdgeMatrix(u, v);

        g.addEdgeList(u, v);

    }

    g.displayMatrix();

    g.displayList();

    getch();

}

OUTPUT:

![](data:image/png;base64,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)

b) Implement breadth first search and depth first search.

#include <iostream.h>

#include <conio.h>

#define MAX 100

class Graph {

private:

    int n;

    int adjMatrix[MAX][MAX];

    int visited[MAX];

public:

    Graph(int size) {

        n = size;

        for (int i = 0; i < n; i++) {

            for (int j = 0; j < n; j++) {

                adjMatrix[i][j] = 0;

            }

            visited[i] = 0;

        }

    }

    void addEdge(int u, int v) {

        adjMatrix[u][v] = 1;

        adjMatrix[v][u] = 1;

    }

    void bfs(int start) {

        int queue[MAX], front = 0, rear = 0;

        for (int i = 0; i < n; i++) visited[i] = 0;

        queue[rear++] = start;

        visited[start] = 1;

        cout << "BFS Traversal: ";

        while (front < rear) {

            int node = queue[front++];

            cout << node << " ";

            for (int i = 0; i < n; i++) {

                if (adjMatrix[node][i] == 1 && visited[i] == 0) {

                    queue[rear++] = i;

                    visited[i] = 1;

                }

            }

        }

        cout << "\n";

    }

    void dfs(int start) {

        int stack[MAX], top = -1;

        for (int i = 0; i < n; i++) visited[i] = 0;

        stack[++top] = start;

        cout << "DFS Traversal: ";

        while (top >= 0) {

            int node = stack[top--];

            if (!visited[node]) {

                cout << node << " ";

                visited[node] = 1;

            }

            for (int i = n - 1; i >= 0; i--) {

                if (adjMatrix[node][i] == 1 && visited[i] == 0) {

                    stack[++top] = i;

                }

            }

        }

        cout << "\n";

    }

    void executeGraph() {

        int edges, u, v, start;

        cout << "Enter number of edges: ";

        cin >> edges;

        cout << "Enter edges (u v):\n";

        for (int i = 0; i < edges; i++) {

            cin >> u >> v;

            addEdge(u, v);

        }

        cout << "Enter starting vertex for traversal: ";

        cin >> start;

        bfs(start);

        dfs(start);

    }

};

void main() {

    clrscr();

     cout << "Shiv Arora"<< endl;

    int n;

    cout << "Enter number of vertices: ";

    cin >> n;

    Graph g(n);

    g.executeGraph();

    getch();

}

OUTPUT:
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Q.7) Implement and compare sorting algorithms (bubble sort, Insertion sort, merge sort)

#include <iostream.h>

#include <conio.h>

#include <stdlib.h>

#include <time.h>

#define SIZE 10

#define ITERATIONS 1000

class Array {

public:

    int arr[SIZE];

    void generate() {

        srand(time(NULL));

    for (int i = 0; i < SIZE; i++) {

            arr[i] = rand() % 1000;

        }

    }

    void copy(int source[]) {

    for (int i = 0; i < SIZE; i++) {

            arr[i] = source[i];

        }

    }

    void print() {

    for (int i = 0; i < SIZE; i++) {

            cout << arr[i] << " ";

        }

        cout << endl;

    }

};

class Sorting {

public:

    void bubbleSort(int arr[], int size) {

    for (int i = 0; i < size - 1; i++) {

            for (int j = 0; j < size - i - 1; j++) {

                if (arr[j] > arr[j + 1]) {

                    int temp = arr[j];

                    arr[j] = arr[j + 1];

                    arr[j + 1] = temp;

                }

            }

        }

    }

    void insertionSort(int arr[], int size) {

    for (int i = 1; i < size; i++) {

            int key = arr[i];

            int j = i - 1;

            while (j >= 0 && arr[j] > key) {

                arr[j + 1] = arr[j];

                j--;

            }

            arr[j + 1] = key;

        }

    }

    void merge(int arr[], int left, int mid, int right) {

        int n1 = mid - left + 1, n2 = right - mid;

        int L[SIZE], R[SIZE];

    for (int a = 0; a < n1; a++) L[a] = arr[left + a];

        for (int b = 0; b < n2; b++) R[b] = arr[mid + 1 + b];

        int i = 0, j = 0, k = left;

        while (i < n1 && j < n2) {

            arr[k++] = (L[i] <= R[j]) ? L[i++] : R[j++];

        }

        while (i < n1) arr[k++] = L[i++];

        while (j < n2) arr[k++] = R[j++];

    }

    void mergeSort(int arr[], int left, int right) {

        if (left < right) {

            int mid = left + (right - left) / 2;

            mergeSort(arr, left, mid);

            mergeSort(arr, mid + 1, right);

            merge(arr, left, mid, right);

        }

    }

};

void main() {

    clrscr();

    cout << "Shiv Arora" << endl;

    Array original, temp;

    Sorting sorter;

    clock\_t start, end;

    double timeTaken;

    original.generate();

    cout << "Original Array: ";

    original.print();

    start = clock();

    for (int i = 0; i < ITERATIONS; i++) {

        temp.copy(original.arr);

        sorter.bubbleSort(temp.arr, SIZE);

    }

    end = clock();

    timeTaken = ((double)(end - start)) \* 1000 / CLOCKS\_PER\_SEC / ITERATIONS;

    cout << "\nBubble Sorted Array: ";

    temp.print();

    cout << "Avg Bubble Sort Time: " << timeTaken << " ms" << endl;

    start = clock();

    for (int j = 0; j < ITERATIONS; j++) {

    temp.copy(original.arr);

    sorter.insertionSort(temp.arr, SIZE);

    }

    end = clock();

    timeTaken = ((double)(end - start)) \* 1000 / CLOCKS\_PER\_SEC / ITERATIONS;

    cout << "\nInsertion Sorted Array: ";

    temp.print();

    cout << "Avg Insertion Sort Time: " << timeTaken << " ms" << endl;

    start = clock();

    for (int k = 0; k < ITERATIONS; k++) {

    temp.copy(original.arr);

    sorter.mergeSort(temp.arr, 0, SIZE - 1);

    }

    end = clock();

    timeTaken = ((double)(end - start)) \* 1000 / CLOCKS\_PER\_SEC / ITERATIONS;

    cout << "\nMerge Sorted Array: ";

    temp.print();

    cout << "Avg Merge Sort Time: " << timeTaken << " ms" << endl;

    getch();

    getch();

}

OUTPUT:

![](data:image/png;base64,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)

Q.8) Implement Dijkstra’s Algorithm to find the shortest path in a weighted graph.

#include <iostream.h>

#include <conio.h>

#include <limits.h>

#define MAX 10

class Graph {

private:

    int n;

    int adjMatrix[MAX][MAX];

public:

    Graph(int size) {

    n = size;

    for (int i = 0; i < n; i++) {

        for (int j = 0; j < n; j++) {

        adjMatrix[i][j] = 0;

        }

    }

    }

    void addEdge(int u, int v, int weight) {

        adjMatrix[u][v] = weight;

        adjMatrix[v][u] = weight;

    }

    int minDistance(int dist[], int visited[]) {

        int min = INT\_MAX, minIndex = -1;

        for (int v = 0; v < n; v++) {

            if (visited[v] == 0 && dist[v] <= min) {

                min = dist[v];

                minIndex = v;

            }

        }

        return minIndex;

    }

    void dijkstra(int src) {

        int dist[MAX];

        int visited[MAX] = {0};

        for (int i = 0; i < n; i++) {

            dist[i] = INT\_MAX;

        }

        dist[src] = 0;

        for (int count = 0; count < n - 1; count++) {

            int u = minDistance(dist, visited);

            visited[u] = 1;

            for (int v = 0; v < n; v++) {

                if (!visited[v] && adjMatrix[u][v] && dist[u] != INT\_MAX && dist[u] + adjMatrix[u][v] < dist[v]) {

                    dist[v] = dist[u] + adjMatrix[u][v];

                }

            }

        }

        cout << "\nVertex \t Distance from Source\n";

    for (int j = 0; j < n; j++) {

        cout << j << " \t " << dist[j] << "\n";

        }

    }

    void executeGraph() {

        int edges, u, v, weight, start;

        cout << "Enter number of edges: ";

        cin >> edges;

        cout << "Enter edges (u v weight):\n";

        for (int i = 0; i < edges; i++) {

            cin >> u >> v >> weight;

            addEdge(u, v, weight);

        }

        cout << "Enter starting vertex for Dijkstra's algorithm: ";

        cin >> start;

        dijkstra(start);

    }

};

void main() {

    clrscr();

    cout << "Shiv Arora"<< endl;

    int n;

    cout << "Enter number of vertices: ";

    cin >> n;

    Graph g(n);

    g.executeGraph();

    getch();

}

OUTPUT:
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